# TypeScript

面试知识：

===============================================================================

学习：

TypeScript概念

TypeScript 是 JavaScript 的一个超集，支持 ECMAScript 6 标准（[ES6 教程](https://www.runoob.com/w3cnote/es6-tutorial.html" \t "https://www.runoob.com/typescript/_blank)）。

TypeScript 由微软开发的自由和开源的编程语言。

TypeScript 设计目标是开发大型应用，它可以编译成纯 JavaScript，编译出来的 JavaScript 可以运行在任何浏览器上。

### TypeScript语言特性

TypeScript 是一种给 JavaScript 添加特性的语言扩展。增加的功能包括：

* 类型批注和编译时类型检查
* 类型推断
* 类型擦除
* 接口
* 枚举
* Mixin
* 泛型编程
* 名字空间
* 元组
* Await

以下功能是从 ECMA 2015 反向移植而来：

* 类
* 模块
* lambda 函数的箭头语法
* 可选参数以及默认参数

### JavaScript 与 TypeScript 的区别

TypeScript 是 JavaScript 的超集，扩展了 JavaScript 的语法，因此现有的 JavaScript 代码可与 TypeScript 一起工作无需任何修改**，TypeScript 通过类型注解提供编译时的静态类型检查。**

TypeScript 可处理已有的 JavaScript 代码，并只对其中的 TypeScript 代码进行编译。

### TypeScript 安装

**NPM 安装 TypeScript**

npm install -g typescript

安装完成后我们可以使用 **tsc** 命令来执行 TypeScript 的相关代码，以下是

查看版本号：

$ tsc -v Version 3.2.2

新建一个 app.ts 的文件，代码如下：

var message:string = "Hello World" console.log(message)

**将 TypeScript 转换为 JavaScript 代码**

tsc app.ts

这时候再当前目录下（与 app.ts 同一目录）就会生成一个 app.js 文件，代码如下：

var message = "Hello World";

console.log(message);

使用 node 命令来执行 app.js 文件：

$ node app.js

Hello World
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**同时编译多个 ts 文件**

tsc file1.ts file2.ts file3.ts

**BUG解决：全局安装typescript 报错 系统上禁止运行脚本**
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**解决:**

以管理员身份运行powerShell(****一定要以管路员身份打开****):

命令行:

set-ExecutionPolicy RemoteSigned

**敲 A 或者 Y 即可**
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### TypeScript 基础语法

**tsc 常用编译参数**

|  |  |
| --- | --- |
| 1. | **--help**  显示帮助信息 |
| 2. | **--module**  载入扩展模块 |
| 3. | **--target**  设置 ECMA 版本 |
| 4. | **--declaration**  额外生成一个 .d.ts 扩展名的文件。  tsc ts-hw.ts --declaration  以上命令会生成 ts-hw.d.ts、ts-hw.js 两个文件。 |
| 5. | **--removeComments**  删除文件的注释 |
| 6. | **--out**  编译多个文件并合并到一个输出的文件 |
| 7. | **--sourcemap**  生成一个 sourcemap (.map) 文件。  sourcemap 是一个存储源代码与编译代码对应位置映射的信息文件。 |
| 8. | **--module noImplicitAny**  在表达式和声明上有隐含的 any 类型时报错 |
| 9. | **--watch**  在监视模式下运行编译器。会监视输出文件，在它们改变时重新编译。 |

#### **忽略空白和换行**

TypeScript 会忽略程序中出现的空格、制表符和换行符。

空格、制表符通常用来缩进代码，使代码易于阅读和理解。

#### **TypeScript 区分大小写**

TypeScript 区分大写和小写字符。

#### **TypeScript 注释**

注释是一个良好的习惯，虽然很多程序员讨厌注释，但还是建议你在每段代码写上文字说明。

注释可以提高程序的可读性。

注释可以包含有关程序一些信息，如代码的作者，有关函数的说明等。

编译器会忽略注释。

**TypeScript 支持两种类型的注释**

**单行注释 ( // )** − 在 // 后面的文字都是注释内容。

**多行注释 (/\* \*/)** − 这种注释可以跨越多行。

#### TypeScript 与面向对象

* **对象**：对象是类的一个实例（**对象不是找个女朋友**），有状态和行为。例如，一条狗是一个对象，它的状态有：颜色、名字、品种；行为有：摇尾巴、叫、吃等。
* **类**：类是一个模板，它描述一类对象的行为和状态。
* **方法**：方法是类的操作的实现步骤。

TypeScript 面向对象编程实例：

class Site { name():void { console.log("Runoob") } } var obj = new Site(); obj.name();

以上实例定义了一个类 Site，该类有一个方法 name()，该方法在终端上输出字符串 Runoob。

new 关键字创建类的对象，该对象调用方法 name()。

编译后生成的 JavaScript 代码如下：

var Site = /\*\* @class \*/ (function () { function Site() { } Site.prototype.name = function () { console.log("Runoob"); }; return Site; }());

var obj = new Site(); obj.name();

执行以上 JavaScript 代码，输出结果如下:

Runoob

### TypeScript 基础类型

**TypeScript 包含的数据类型如下表:**

|  |  |  |
| --- | --- | --- |
| **数据类型** | **关键字** | **描述** |
| 任意类型 | any | 声明为 any 的变量可以赋予任意类型的值。 |
| 数字类型 | number | 双精度 64 位浮点值。它可以用来表示整数和分数。  let binaryLiteral: number = 0b1010; // 二进制let octalLiteral: number = 0o744; // 八进制let decLiteral: number = 6; // 十进制let hexLiteral: number = 0xf00d; // 十六进制 |
| 字符串类型 | string | 一个字符系列，使用单引号（**'**）或双引号（**"**）来表示字符串类型。反引号（**`**）来定义多行文本和内嵌表达式。  let name: string = "Runoob";let years: number = 5;let words: string = `您好，今年是 ${ name } 发布 ${ years + 1} 周年`; |
| 布尔类型 | boolean | 表示逻辑值：true 和 false。  let flag: boolean = true; |
| 数组类型 | 无 | 声明变量为数组。  // 在元素类型后面加上[]let arr: number[] = [1, 2];  // 或者使用数组泛型let arr: Array<number> = [1, 2]; |
| 元组 | 无 | 元组类型用来表示已知元素数量和类型的数组，各元素的类型不必相同，对应位置的类型需要相同。  let x: [string, number];  x = ['Runoob', 1]; // 运行正常  x = [1, 'Runoob']; // 报错  console.log(x[0]); // 输出 Runoob |
| 枚举 | enum | 枚举类型用于定义数值集合。  enum Color {Red, Green, Blue};let c: Color = Color.Blue;  console.log(c); // 输出 2 |
| void | void | 用于标识方法返回值的类型，表示该方法没有返回值。  function hello(): void {  alert("Hello Runoob");} |
| null | null | 表示对象值缺失。 |
| undefined | undefined | 用于初始化变量为一个未定义的值 |
| never | never | never 是其它类型（包括 null 和 undefined）的子类型，代表从不会出现的值。 |

****注意：**TypeScript 和 JavaScript 没有整数类型。**

#### Any 类型

**任意值是 TypeScript 针对编程时类型不明确的变量使用的一种数据类型，**它常用于以下三种情况。

1、**变量的值会动态改变时**，比如来自用户的输入，任意值类型可以让这些变量跳过编译阶段的类型检查，示例代码如下：

let x: any = 1; // 数字类型

x = 'I am who I am'; // 字符串类型

x = false; // 布尔类型

2、改写现有代码时，任意值允许在编译时可选择地包含或移除类型检查，示例代码如下：

let x: any = 4;

x.ifItExists(); // 正确，ifItExists方法在运行时可能存在，但这里并不会检查

x.toFixed(); // 正确

3、定义存储各种类型数据的数组

let arrayList: any[] = [1, false, 'fine'];

arrayList[1] = 100;

**定义存储各种类型数据的数组**

//定义存储各种类型数据的数组

let arr: any[] = [1, 2,[1,2], false, 'fine'];

#### Null 和 Undefined

##### **null**

在 JavaScript 中 null 表示 "什么都没有"。

null是一个只有一个值的特殊类型。表示一个空对象引用。

用 typeof 检测 null 返回是 object。

##### **undefined**

在 JavaScript 中, undefined 是一个没有设置值的变量。

typeof 一个没有值的变量会返回 undefined。

Null 和 Undefined 是其他任何类型（包括 void）的子类型，可以赋值给其它类型，如数字类型，此时，赋值后的类型会变成 null 或 undefined。而**在TypeScript中启用严格的空校验（--strictNullChecks）特性**，就可以使得null 和 undefined 只能被赋值给 void 或本身对应的类型，示例代码如下：

// 启用 --strictNullChecks

let x: number;

x = 1; // 运行正确

x = undefined; // 运行错误

x = null; // 运行错误

上面的例子中变量 x 只能是数字类型。如果一个类型可能出现 null 或 undefined， 可以用 | 来支持多种类型，示例代码如下：

支持多种类型，可以用 | 来支持多种类型，

// 启用 --strictNullChecks

let x: number | null | undefined;

x = 1; // 运行正确

x = undefined; // 运行正确

x = null; // 运行正确

#### never 类型

never 是其它类型（包括 null 和 undefined）的子类型，代表从不会出现的值。这意味着声明为 never 类型的变量只能被 never 类型所赋值，在函数中它通常表现为抛出异常或无法执行到终止点（例如无限循环），示例代码如下：

let x: never;let y: number;

// 运行错误，数字类型不能转为 never 类型

x = 123;

// 运行正确，never 类型可以赋值给 never类型

x = (()=>{ throw new Error('exception')})();

// 运行正确，never 类型可以赋值给 数字类型

y = (()=>{ throw new Error('exception')})();

// 返回值为 never 的函数可以是抛出异常的情况

function error(message: string): never {

throw new Error(message);}

// 返回值为 never 的函数可以是无法被执行到的终止点的情况

function loop(): never {

while (true) {}}

### TypeScript 变量声明

变量是一种使用方便的占位符，用于引用计算机内存地址。

我们可以把变量看做存储数据的容器。

TypeScript 变量的命名规则：

变量名称可以包含数字和字母。

除了下划线 **\_** 和美元 **$** 符号外，不能包含其他特殊字符，包括空格。

变量名不能以数字开头。

变量使用前必须先声明，我们可以使用 var 来声明变量。

我们可以使用以下四种方式来声明变量：

声明变量的类型及初始值：

var [变量名] : [类型] = 值;

例如：

var uname:string = "Runoob";

声明变量的类型，但没有初始值，变量值会设置为 undefined：

var [变量名] : [类型];

例如：

var uname:string;

声明变量并初始值，但不设置类型，该变量可以是任意类型：

var [变量名] = 值;

例如：

var uname = "Runoob";

声明变量没有设置类型和初始值，类型可以是任意类型，默认初始值为 undefined：

var [变量名];

例如：

var uname;

## TypeScript 函数

### 函数返回值

有时，我们会希望函数将执行的结果返回到调用它的地方。

通过使用 return 语句就可以实现。

在使用 return 语句时，函数会停止执行，并返回指定的值。

语法格式如下所示：

function function\_name():return\_type {

// 语句

return value; }

return\_type 是返回值的类型。

return 关键词后跟着要返回的结果。

一个函数只能有一个 return 语句。

返回值的类型需要与函数定义的返回类型(return\_type)一致。

**实例**

TypeScript

// 函数定义 function greet():string { // 返回一个字符串 return "Hello World" }

function caller() { var msg = greet() // 调用 greet() 函数 console.log(msg) }

// 调用函数 caller()

实例中定义了函数 *greet()*，返回值的类型为 string。

*greet()* 函数通过 return 语句返回给调用它的地方，即变量 msg，之后输出该返回值。。

编译以上代码，得到以下 JavaScript 代码：

JavaScript

// 函数定义 function greet() { return "Hello World"; }

function caller() { var msg = greet(); // 调用 greet() 函数 console.log(msg); }

// 调用函数 caller();

### 带参数函数

在调用函数时，您可以向其传递值，这些值被称为参数。

这些参数可以在函数中使用。

您可以向函数发送多个参数，每个参数使用逗号 **,** 分隔：

语法格式如下所示：

function func\_name( param1 [:datatype], param2 [:datatype]) { }

param1、param2 为参数名。

datatype 为参数类型。

**实例**

TypeScript

function add(x: number, y: number): number { return x + y; } console.log(add(1,2))

实例中定义了函数 *add()*，返回值的类型为 number。

*add()* 函数中定义了两个 number 类型的参数，函数内将两个参数相加并返回。

编译以上代码，得到以下 JavaScript 代码：

JavaScript

function add(x, y) { return x + y; } console.log(add(1, 2));

输出结果为：

3

### 可选参数和默认参数

#### **可选参数**

在 TypeScript 函数里，如果我们定义了参数，则我们必须传入这些参数，除非将这些参数设置为可选，**可选参数使用问号标识 ？。**

**实例**

TypeScript

function buildName(firstName: string, lastName: string) { return firstName + " " + lastName; }

let result1 = buildName("Bob"); // 错误，缺少参数

let result2 = buildName("Bob", "Adams", "Sr."); // 错误，参数太多了

let result3 = buildName("Bob", "Adams"); // 正确

以下实例，我么将 lastName 设置为可选参数：

TypeScript

function buildName(firstName: string, lastName?: string) { if (lastName) return firstName + " " + lastName; else return firstName; } let result1 = buildName("Bob"); // 正确 let result2 = buildName("Bob", "Adams", "Sr."); // 错误，参数太多了 let result3 = buildName("Bob", "Adams"); // 正确

可选参数必须跟在必需参数后面。 如果上例我们想让 firstName 是可选的，lastName 必选，那么就要调整它们的位置，把 firstName 放在后面。

如果都是可选参数就没关系。

#### **默认参数**

我们也可以设置参数的默认值，这样在调用函数的时候，如果不传入该参数的值，则使用默认参数，语法格式为：

function function\_name(param1[:type],param2[:type] = default\_value) { }

<p**注意：参数不能同时设置为可选和默认。**

**实例**

以下实例函数的参数 rate 设置了默认值为 0.50，调用该函数时如果未传入参数则使用该默认值：

**TypeScript**

function calculate\_discount(price:number,rate:number = 0.50) { var discount = price \* rate; console.log("计算结果: ",discount); }

calculate\_discount(1000)

calculate\_discount(1000,0.30)

编译以上代码，得到以下 JavaScript 代码：

**JavaScript**

function calculate\_discount(price, rate) { if (rate === void 0) { rate = 0.50; } var discount = price \* rate; console.log("计算结果: ", discount); }

calculate\_discount(1000);

calculate\_discount(1000, 0.30);

输出结果为：

计算结果: 500计算结果: 300

### ****剩余参数****

有一种情况，我们不知道要向函数传入多少个参数，这时候我们就可以使用剩余参数来定义。

剩余参数语法允许我们将一个不确定数量的参数作为一个数组传入。

**TypeScript**

function buildName(firstName: string, ...restOfName: string[]) { return firstName + " " + restOfName.join(" "); } let employeeName = buildName("Joseph", "Samuel", "Lucas", "MacKinzie");

函数的最后一个命名参数 restOfName 以 ... 为前缀，它将成为一个由剩余参数组成的数组，索引值从0（包括）到 restOfName.length（不包括）。

**TypeScript**

function addNumbers(...nums:number[]) { var i; var sum:number = 0; for(i = 0;i<nums.length;i++) { sum = sum + nums[i]; } console.log("和为：",sum) } addNumbers(1,2,3) addNumbers(10,10,10,10,10)

编译以上代码，得到以下 JavaScript 代码：

**JavaScript**

function addNumbers() { var nums = []; for (var \_i = 0; \_i < arguments.length; \_i++) { nums[\_i] = arguments[\_i]; } var i; var sum = 0; for (i = 0; i < nums.length; i++) { sum = sum + nums[i]; } console.log("和为：", sum); } addNumbers(1, 2, 3); addNumbers(10, 10, 10, 10, 10);

输出结果为：

和为： 6和为： 50

### 匿名函数

匿名函数是一个没有函数名的函数。

匿名函数在程序运行时动态声明，除了没有函数名外，其他的与标准函数一样。

我们可以将匿名函数赋值给一个变量，这种表达式就成为函数表达式。

语法格式如下：

var res = function( [arguments] ) { ... }

**实例**

不带参数匿名函数：

TypeScript

var msg = function() { return "hello world"; } console.log(msg())

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var msg = function () { return "hello world"; }; console.log(msg());

输出结果为：

hello world

带参数匿名函数：

TypeScript

var res = function(a:number,b:number) { return a\*b; }; console.log(res(12,2))

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var res = function (a, b) { return a \* b; }; console.log(res(12, 2));

输出结果为：

24

### **匿名函数自调用**

**匿名函数自调用在函数后使用 () 即可：**

TypeScript

(function () { var x = "Hello!!"; console.log(x) })()

编译以上代码，得到以下 JavaScript 代码：

JavaScript

(function () { var x = "Hello!!"; console.log(x) })()

输出结果为：

Hello!!

### 构造函数

TypeScript 也支持使用 JavaScript 内置的构造函数 Function() 来定义函数：

语法格式如下：

var res = new Function ([arg1[, arg2[, ...argN]],] functionBody)

参数说明：

* **arg1, arg2, ... argN**：参数列表。
* **functionBody**：一个含有包括函数定义的 JavaScript 语句的字符串。

**实例**

TypeScript

var myFunction = new Function("a", "b", "return a \* b");

var x = myFunction(4, 3);

console.log(x);

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var myFunction = new Function("a", "b", "return a \* b");

var x = myFunction(4, 3);

console.log(x);

输出结果为：

12

### 递归函数

递归函数即在函数内调用函数本身

**实例**

TypeScript

function factorial(number) {

if (number <= 0) { // 停止执行 return 1; } else { return (number \* factorial(number - 1)); // 调用自身 } };

console.log(factorial(6)); // 输出 720

编译以上代码，得到以下 JavaScript 代码：

JavaScript

function factorial(number) { if (number <= 0) { // 停止执行 return 1; } else { return (number \* factorial(number - 1)); // 调用自身 } } ; console.log(factorial(6)); // 输出 720

输出结果为：

720

### Lambda 函数

Lambda 函数也称之为箭头函数。

箭头函数表达式的语法比函数表达式更短。

函数只有一行语句：

( [param1, parma2,…param n] )=>statement;

**实例**

以下实例声明了 lambda 表达式函数，函数返回两个数的和：

TypeScript

var foo = (x:number)=>10 + x console.log(foo(100)) //输出结果为 110

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var foo = function (x) { return 10 + x; }; console.log(foo(100)); //输出结果为 110

输出结果为：

110

函数是一个语句块：

( [param1, parma2,…param n] )=> {

// 代码块}

**实例**

以下实例声明了 lambda 表达式函数，函数返回两个数的和：

TypeScript

var foo = (x:number)=> { x = 10 + x console.log(x) } foo(100)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var foo = function (x) { x = 10 + x; console.log(x); }; foo(100);

输出结果为：

110

**我们可以不指定函数的参数类型，通过函数内来推断参数类型:**

TypeScript

var func = (x)=> { if(typeof x=="number") { console.log(x+" 是一个数字") } else if(typeof x=="string") { console.log(x+" 是一个字符串") } } func(12) func("Tom")

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var func = function (x) { if (typeof x == "number") { console.log(x + " 是一个数字"); } else if (typeof x == "string") { console.log(x + " 是一个字符串"); } }; func(12); func("Tom");

输出结果为：

12 是一个数字Tom 是一个字符串

单个参数 **()** 是可选的：

TypeScript

var display = x => { console.log("输出为 "+x) } display(12)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var display = function (x) { console.log("输出为 " + x); }; display(12);

输出结果为：

输出为 12

无参数时可以设置空括号：

TypeScript

var disp =()=> { console.log("Function invoked"); } disp();

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var disp = function () { console.log("调用函数"); }; disp();

输出结果为：

调用函数

### 函数重载

重载是方法名字相同，而参数不同，返回类型可以相同也可以不同。

每个重载的方法（或者构造函数）都必须有一个独一无二的参数类型列表。

参数类型不同：

function disp(string):void;

function disp(number):void;

参数数量不同：

function disp(n1:number):void;

function disp(x:number,y:number):void;

参数类型顺序不同：

function disp(n1:number,s1:string):void;

function disp(s:string,n:number):void;

**如果参数类型不同，则参数类型应设置为 **any**。**

**参数数量不同你可以将不同的参数设置为可选。**

**实例**

以下实例定义了参数类型与参数数量不同：

TypeScript

function disp(s1:string):void;

function disp(n1:number,s1:string):void;

function disp(x:any,y?:any):void { console.log(x); console.log(y); }

disp("abc") disp(1,"xyz");

编译以上代码，得到以下 JavaScript 代码：

JavaScript

function disp(x, y) { console.log(x); console.log(y); }

disp("abc"); disp(1, "xyz");

输出结果为：

abc undefined

1 xyz

## TypeScript Number

TypeScript 与 JavaScript 类似，支持 Number 对象。

Number 对象是原始数值的包装对象。

### **语法**

var num = new Number(value);

**注意：** 如果一个参数值不能转换为一个数字将返回 NaN (非数字值)。

### **Number 对象属性**

下表列出了 Number 对象支持的属性：

|  |  |
| --- | --- |
| **序号** | **属性 & 描述** |
| 1. | **MAX\_VALUE**  可表示的最大的数，MAX\_VALUE 属性值接近于 1.79E+308。大于 MAX\_VALUE 的值代表 "Infinity"。 |
| 2. | **MIN\_VALUE**  可表示的最小的数，即最接近 0 的正数 (实际上不会变成 0)。最大的负数是 -MIN\_VALUE，MIN\_VALUE 的值约为 5e-324。小于 MIN\_VALUE ("underflow values") 的值将会转换为 0。 |
| 3. | **NaN**  非数字值（Not-A-Number）。 |
| 4. | **NEGATIVE\_INFINITY**  负无穷大，溢出时返回该值。该值小于 MIN\_VALUE。 |
| 5. | **POSITIVE\_INFINITY**  正无穷大，溢出时返回该值。该值大于 MAX\_VALUE。 |
| 6. | **prototype**  Number 对象的静态属性。使您有能力向对象添加属性和方法。 |
| 7. | **constructor**  返回对创建此对象的 Number 函数的引用。 |

TypeScript

console.log("TypeScript Number 属性: ");

console.log("最大值为: " + Number.MAX\_VALUE);

console.log("最小值为: " + Number.MIN\_VALUE);

console.log("负无穷大: " + Number.NEGATIVE\_INFINITY);

console.log("正无穷大:" + Number.POSITIVE\_INFINITY);

编译以上代码，得到以下 JavaScript 代码：

JavaScript

console.log("TypeScript Number 属性: "); console.log("最大值为: " + Number.MAX\_VALUE); console.log("最小值为: " + Number.MIN\_VALUE); console.log("负无穷大: " + Number.NEGATIVE\_INFINITY); console.log("正无穷大:" + Number.POSITIVE\_INFINITY);

输出结果为：

TypeScript Number 属性:最大值为: 1.7976931348623157e+308最小值为: 5e-324负无穷大: -Infinity正无穷大:Infinity

### Number 对象方法

Number对象 支持以下方法：

|  |  |  |
| --- | --- | --- |
| **序号** | **方法 & 描述** | **实例** |
| 1. | toExponential()  把对象的值转换为指数计数法。 | //toExponential() var num1 = 1225.30 var val = num1.toExponential();  console.log(val) // 输出： 1.2253e+3 |
| 2. | toFixed()  把数字转换为字符串，并对小数点指定位数。 | var num3 = 177.234  console.log("num3.toFixed() 为 "+num3.toFixed()) // 输出：177  console.log("num3.toFixed(2) 为 "+num3.toFixed(2)) // 输出：177.23  console.log("num3.toFixed(6) 为 "+num3.toFixed(6)) // 输出：177.234000 |
| 3. | toLocaleString()  把数字转换为字符串，使用本地数字格式顺序。 | var num = new Number(177.1234);  console.log( num.toLocaleString()); // 输出：177.1234 |
| 4. | toPrecision()  把数字格式化为指定的长度。 | var num = new Number(7.123456);  console.log(num.toPrecision()); // 输出：7.123456  console.log(num.toPrecision(1)); // 输出：7  console.log(num.toPrecision(2)); // 输出：7.1 |
| 5. | toString()  把数字转换为字符串，使用指定的基数。数字的基数是 2 ~ 36 之间的整数。若省略该参数，则使用基数 10。 | var num = new Number(10);  console.log(num.toString()); // 输出10进制：10  console.log(num.toString(2)); // 输出2进制：1010  console.log(num.toString(8)); // 输出8进制：12 |
| 6. | valueOf()  返回一个 Number 对象的原始数字值。 | var num = new Number(10);  console.log(num.valueOf()); // 输出：10 |

## TypeScript String（字符串）

String 对象用于处理文本（字符串）。

### **语法**

var txt = new String("string");或者更简单方式：var txt = "string";

### **String 对象属性**

下表列出了 String 对象支持的属性：

|  |  |  |
| --- | --- | --- |
| **序号** | **属性 & 描述** | **实例** |
| 1. | constructor  对创建该对象的函数的引用。 | var str = new String( "This is string" );  console.log("str.constructor is:" + str.constructor)  输出结果：  str.constructor is:function String() { [native code] } |
| 2. | length  返回字符串的长度。 | var uname = new String("Hello World")  console.log("Length "+uname.length) // 输出 11 |
| 3. | prototype  允许您向对象添加属性和方法。 | function employee(id:number,name:string) {  this.id = id  this.name = name  }  var emp = new employee(123,"admin")  employee.prototype.email="admin@runoob.com" // 添加属性 email  console.log("员工号: "+emp.id)  console.log("员工姓名: "+emp.name)  console.log("员工邮箱: "+emp.email) |

### **String 方法**

下表列出了 String 对象支持的方法：

|  |  |  |
| --- | --- | --- |
| **序号** | **方法 & 描述** | **实例** |
| 1. | charAt()  返回在指定位置的字符。 | var str = new String("RUNOOB");  console.log("str.charAt(0) 为:" + str.charAt(0)); // R  console.log("str.charAt(1) 为:" + str.charAt(1)); // U  console.log("str.charAt(2) 为:" + str.charAt(2)); // N  console.log("str.charAt(3) 为:" + str.charAt(3)); // O  console.log("str.charAt(4) 为:" + str.charAt(4)); // O  console.log("str.charAt(5) 为:" + str.charAt(5)); // B |
| 2. | charCodeAt()  返回在指定的位置的字符的 Unicode 编码。 | var str = new String("RUNOOB");  console.log("str.charCodeAt(0) 为:" + str.charCodeAt(0)); // 82  console.log("str.charCodeAt(1) 为:" + str.charCodeAt(1)); // 85  console.log("str.charCodeAt(2) 为:" + str.charCodeAt(2)); // 78  console.log("str.charCodeAt(3) 为:" + str.charCodeAt(3)); // 79  console.log("str.charCodeAt(4) 为:" + str.charCodeAt(4)); // 79  console.log("str.charCodeAt(5) 为:" + str.charCodeAt(5)); // 66 |
| 3. | concat()  连接两个或更多字符串，并返回新的字符串。 | var str1 = new String( "RUNOOB" ); var str2 = new String( "GOOGLE" ); var str3 = str1.concat( str2 );  console.log("str1 + str2 : "+str3) // RUNOOBGOOGLE |
| 4. | indexOf()  返回某个指定的字符串值在字符串中首次出现的位置。 | var str1 = new String( "RUNOOB" );  var index = str1.indexOf( "OO" );  console.log("查找的字符串位置 :" + index ); // 3 |
| 5. | lastIndexOf()  从后向前搜索字符串，并从起始位置（0）开始计算返回字符串最后出现的位置。 | var str1 = new String( "This is string one and again string" ); var index = str1.lastIndexOf( "string" );  console.log("lastIndexOf 查找到的最后字符串位置 :" + index ); // 29    index = str1.lastIndexOf( "one" );  console.log("lastIndexOf 查找到的最后字符串位置 :" + index ); // 15 |
| 6. | localeCompare()  用本地特定的顺序来比较两个字符串。 | var str1 = new String( "This is beautiful string" );  var index = str1.localeCompare( "This is beautiful string");  console.log("localeCompare first :" + index ); // 0 |
| 7. | **match()**  查找找到一个或多个正则表达式的匹配。 | var str="The rain in SPAIN stays mainly in the plain"; var n=str.match(/ain/g); // ain,ain,ain |
| 8. | replace()  替换与正则表达式匹配的子串 | var re = /(\w+)\s(\w+)/; var str = "zara ali"; var newstr = str.replace(re, "$2, $1");  console.log(newstr); // ali, zara |
| 9. | search()  检索与正则表达式相匹配的值 | var re = /apples/gi; var str = "Apples are round, and apples are juicy.";if (str.search(re) == -1 ) {  console.log("Does not contain Apples" ); } else {  console.log("Contains Apples" ); } |
| 10. | slice()  提取字符串的片断，并在新的字符串中返回被提取的部分。 |  |
| 11. | split()  把字符串分割为子字符串数组。 | var str = "Apples are round, and apples are juicy."; var splitted = str.split(" ", 3);  console.log(splitted) // [ 'Apples', 'are', 'round,' ] |
| 12. | substr()  从起始索引号提取字符串中指定数目的字符。 |  |
| 13. | substring()  提取字符串中两个指定的索引号之间的字符。 | var str = "RUNOOB GOOGLE TAOBAO FACEBOOK";  console.log("(1,2): " + str.substring(1,2)); // U  console.log("(0,10): " + str.substring(0, 10)); // RUNOOB GOO  console.log("(5): " + str.substring(5)); // B GOOGLE TAOBAO FACEBOOK |
| 14. | toLocaleLowerCase()  根据主机的语言环境把字符串转换为小写，只有几种语言（如土耳其语）具有地方特有的大小写映射。 | var str = "Runoob Google";  console.log(str.toLocaleLowerCase( )); // runoob google |
| 15. | toLocaleUpperCase()  据主机的语言环境把字符串转换为大写，只有几种语言（如土耳其语）具有地方特有的大小写映射。 | var str = "Runoob Google";  console.log(str.toLocaleUpperCase( )); // RUNOOB GOOGLE |
| 16. | toLowerCase()  把字符串转换为小写。 | var str = "Runoob Google";  console.log(str.toLowerCase( )); // runoob google |
| 17. | toString()  返回字符串。 | var str = "Runoob";  console.log(str.toString( )); // Runoob |
| 18. | toUpperCase()  把字符串转换为大写。 | var str = "Runoob Google";  console.log(str.toUpperCase( )); // RUNOOB GOOGLE |
| 19. | valueOf()  返回指定字符串对象的原始值。 | var str = new String("Runoob");  console.log(str.valueOf( )); // Runoob |

## TypeScript Array(数组)

数组对象是使用单独的变量名来存储一系列的值。

数组非常常用。

假如你有一组数据（例如：网站名字），存在单独变量如下所示：

var site1="Google"; var site2="Runoob"; var site3="Taobao";

如果有 10 个、100 个这种方式就变的很不实用，这时我们可以使用数组来解决：

var sites:string[]; sites = ["Google","Runoob","Taobao"]

这样看起来就简洁多了。

TypeScript 声明数组的语法格式如下所示：

var array\_name[:datatype]; //声明

array\_name = [val1,val2,valn..] //初始化

或者直接在声明时初始化：

var array\_name[:data type] = [val1,val2…valn]

**如果数组声明时未设置类型，则会被认为是 any 类型，在初始化时根据第一个元素的类型来推断数组的类型。**

### **实例**

创建一个 number 类型的数组：

var numlist:number[] = [2,4,6,8]

整个数组结构如下所示：
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索引值第一个为 0，我们可以根据索引值来访问数组元素：

TypeScript

var sites:string[]; sites = ["Google","Runoob","Taobao"] console.log(sites[0]); console.log(sites[1]);

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var sites; sites = ["Google", "Runoob", "Taobao"]; console.log(sites[0]); console.log(sites[1]);

输出结果为：

GoogleRunoob

以下实例我们在声明时直接初始化：

TypeScript

var nums:number[] = [1,2,3,4] console.log(nums[0]); console.log(nums[1]); console.log(nums[2]); console.log(nums[3]);

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var nums = [1, 2, 3, 4]; console.log(nums[0]); console.log(nums[1]); console.log(nums[2]); console.log(nums[3]);

输出结果为：

1 2 3 4

### Array 对象

我们也可以使用 Array 对象创建数组。

Array 对象的构造函数接受以下两种值：

* 表示数组大小的数值。
* 初始化的数组列表，元素使用逗号分隔值。

**实例**

指定数组初始化大小：

TypeScript

var arr\_names:number[] = new Array(4) for(var i = 0; i<arr\_names.length; i++) { arr\_names[i] = i \* 2 console.log(arr\_names[i]) }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var arr\_names = new Array(4); for (var i = 0; i < arr\_names.length; i++) { arr\_names[i] = i \* 2; console.log(arr\_names[i]); }

输出结果为：

0246

以下实例我们直接初始化数组元素：

TypeScript

var sites:string[] = new Array("Google","Runoob","Taobao","Facebook") for(var i = 0;i<sites.length;i++) { console.log(sites[i]) }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var sites = new Array("Google", "Runoob", "Taobao", "Facebook"); for (var i = 0; i < sites.length; i++) { console.log(sites[i]); }

输出结果为：

GoogleRunoobTaobaoFacebook

### 数组解构

我们也可以把数组元素赋值给变量，如下所示：

TypeScript

var arr:number[] = [12,13] var[x,y] = arr // 将数组的两个元素赋值给变量 x 和 y console.log(x) console.log(y)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var arr = [12, 13]; var x = arr[0], y = arr[1]; // 将数组的两个元素赋值给变量 x 和 y console.log(x); console.log(y);

输出结果为：

1213

### 数组迭代

我们可以使用 for 语句来循环输出数组的各个元素：

TypeScript

var j:any; var nums:number[] = [1001,1002,1003,1004] for(j in nums) { console.log(nums[j]) }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var j; var nums = [1001, 1002, 1003, 1004]; for (j in nums) { console.log(nums[j]); }

输出结果为：

1001100210031004

### 多维数组

一个数组的元素可以是另外一个数组，这样就构成了多维数组（Multi-dimensional Array）。

最简单的多维数组是二维数组，定义方式如下：

var arr\_name:datatype[][]=[ [val1,val2,val3],[v1,v2,v3] ]

**实例**

定义一个二维数组，每一个维度的数组有三个元素。

![IMG_257](data:image/png;base64,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)

TypeScript

var multi:number[][] = [[1,2,3],[23,24,25]] console.log(multi[0][0]) console.log(multi[0][1]) console.log(multi[0][2]) console.log(multi[1][0]) console.log(multi[1][1]) console.log(multi[1][2])

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var multi = [[1, 2, 3], [23, 24, 25]]; console.log(multi[0][0]); console.log(multi[0][1]); console.log(multi[0][2]); console.log(multi[1][0]); console.log(multi[1][1]); console.log(multi[1][2]);

输出结果为：

123232425

### 数组在函数中的使用

#### **作为参数传递给函数**

TypeScript

var sites:string[] = new Array("Google","Runoob","Taobao","Facebook") function disp(arr\_sites:string[]) { for(var i = 0;i<arr\_sites.length;i++) { console.log(arr\_sites[i]) } } disp(sites);

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var sites = new Array("Google", "Runoob", "Taobao", "Facebook"); function disp(arr\_sites) { for (var i = 0; i < arr\_sites.length; i++) { console.log(arr\_sites[i]); } } disp(sites);

输出结果为：

GoogleRunoobTaobaoFacebook

#### **作为函数的返回值**

TypeScript

function disp():string[] { return new Array("Google", "Runoob", "Taobao", "Facebook"); } var sites:string[] = disp() for(var i in sites) { console.log(sites[i]) }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

function disp() { return new Array("Google", "Runoob", "Taobao", "Facebook"); } var sites = disp(); for (var i in sites) { console.log(sites[i]); }

输出结果为：

GoogleRunoobTaobaoFacebook

### 数组方法

下表列出了一些常用的数组方法：

|  |  |  |
| --- | --- | --- |
| **序号** | **方法 & 描述** | **实例** |
| 1. | concat()  连接两个或更多的数组，并返回结果。 | var alpha = ["a", "b", "c"]; var numeric = [1, 2, 3];  var alphaNumeric = alpha.concat(numeric);  console.log("alphaNumeric : " + alphaNumeric ); // a,b,c,1,2,3 |
| 2. | every()  检测数值元素的每个元素是否都符合条件。 | function isBigEnough(element, index, array) {  return (element >= 10); }  var passed = [12, 5, 8, 130, 44].every(isBigEnough);  console.log("Test Value : " + passed ); // false |
| 3. | filter()  检测数值元素，并返回符合条件所有元素的数组。 | function isBigEnough(element, index, array) {  return (element >= 10); }  var passed = [12, 5, 8, 130, 44].filter(isBigEnough);  console.log("Test Value : " + passed ); // 12,130,44 |
| 4. | forEach()  数组每个元素都执行一次回调函数。 | let num = [7, 8, 9];  num.forEach(function (value) {  console.log(value);});  编译成 JavaScript 代码：  var num = [7, 8, 9];  num.forEach(function (value) {  console.log(value); // 7 8 9}); |
| 5. | indexOf()  搜索数组中的元素，并返回它所在的位置。  如果搜索不到，返回值 -1，代表没有此项。 | var index = [12, 5, 8, 130, 44].indexOf(8);  console.log("index is : " + index ); // 2 |
| 6. | join()  把数组的所有元素放入一个字符串。 | var arr = new Array("First","Second","Third");  var str = arr.join();  console.log("str : " + str ); // First,Second,Third  var str = arr.join(", ");  console.log("str : " + str ); // First, Second, Third  var str = arr.join(" + ");  console.log("str : " + str ); // First + Second + Third |
| 7. | lastIndexOf()  返回一个指定的字符串值最后出现的位置，在一个字符串中的指定位置从后向前搜索。 | var index = [12, 5, 8, 130, 44].lastIndexOf(8);  console.log("index is : " + index ); // 2 |
| 8. | map()  通过指定函数处理数组的每个元素，并返回处理后的数组。 | var numbers = [1, 4, 9]; var roots = numbers.map(Math.sqrt);  console.log("roots is : " + roots ); // 1,2,3 |
| 9. | pop()  删除数组的最后一个元素并返回删除的元素。 | var numbers = [1, 4, 9];  var element = numbers.pop();  console.log("element is : " + element ); // 9  var element = numbers.pop();  console.log("element is : " + element ); // 4 |
| 10. | push()  向数组的末尾添加一个或更多元素，并返回新的长度。 | var numbers = new Array(1, 4, 9); var length = numbers.push(10);  console.log("new numbers is : " + numbers ); // 1,4,9,10  length = numbers.push(20);  console.log("new numbers is : " + numbers ); // 1,4,9,10,20 |
| 11. | reduce()  将数组元素计算为一个值（从左到右）。 | var total = [0, 1, 2, 3].reduce(function(a, b){ return a + b; });  console.log("total is : " + total ); // 6 |
| 12. | reduceRight()  将数组元素计算为一个值（从右到左）。 | var total = [0, 1, 2, 3].reduceRight(function(a, b){ return a + b; });  console.log("total is : " + total ); // 6 |
| 13. | reverse()  反转数组的元素顺序。 | var arr = [0, 1, 2, 3].reverse();  console.log("Reversed array is : " + arr ); // 3,2,1,0 |
| 14. | shift()  删除并返回数组的第一个元素。 | var arr = [10, 1, 2, 3].shift();  console.log("Shifted value is : " + arr ); // 10 |
| 15. | slice()  选取数组的的一部分，并返回一个新数组。 | var arr = ["orange", "mango", "banana", "sugar", "tea"];  console.log("arr.slice( 1, 2) : " + arr.slice( 1, 2) ); // mango  console.log("arr.slice( 1, 3) : " + arr.slice( 1, 3) ); // mango,banana |
| 16. | some()  检测数组元素中是否有元素符合指定条件。 | function isBigEnough(element, index, array) {  return (element >= 10);  }  var retval = [2, 5, 8, 1, 4].some(isBigEnough);  console.log("Returned value is : " + retval ); // false  var retval = [12, 5, 8, 1, 4].some(isBigEnough);  console.log("Returned value is : " + retval ); // true |
| 17. | sort()  对数组的元素进行排序。 | var arr = new Array("orange", "mango", "banana", "sugar"); var sorted = arr.sort();  console.log("Returned string is : " + sorted ); // banana,mango,orange,sugar |
| 18. | splice()  从数组中添加或删除元素。 | var arr = ["orange", "mango", "banana", "sugar", "tea"]; var removed = arr.splice(2, 0, "water");  console.log("After adding 1: " + arr ); // orange,mango,water,banana,sugar,tea  console.log("removed is: " + removed);    removed = arr.splice(3, 1);  console.log("After removing 1: " + arr ); // orange,mango,water,sugar,tea  console.log("removed is: " + removed); // banana |
| 19. | toString()  把数组转换为字符串，并返回结果。 | var arr = new Array("orange", "mango", "banana", "sugar"); var str = arr.toString();  console.log("Returned string is : " + str ); // orange,mango,banana,sugar |
| 20. | unshift()  向数组的开头添加一个或更多元素，并返回新的长度。 | var arr = new Array("orange", "mango", "banana", "sugar"); var length = arr.unshift("water");  console.log("Returned array is : " + arr ); // water,orange,mango,banana,sugar  console.log("Length of the array is : " + length ); // 5 |

## TypeScript Map 对象

**Map 对象保存键值对，并且能够记住键的原始插入顺序。**

**任何值(对象或者原始值) 都可以作为一个键或一个值。**

Map 是 ES6 中引入的一种新的数据结构，可以参考 [ES6 Map 与 Set](https://www.runoob.com/w3cnote/es6-map-set.html" \t "https://www.runoob.com/typescript/_blank)。

### 创建 Map

TypeScript 使用 Map 类型和 new 关键字来创建 Map：

let myMap = new Map();

初始化 Map，可以以数组的格式来传入键值对：

let myMap = new Map([

["key1", "value1"],

["key2", "value2"]

]);

**Map 相关的函数与属性：**

* **map.clear()** – 移除 Map 对象的所有键/值对 。
* **map.set()** – 设置键值对，返回该 Map 对象。
* **map.get()** – 返回键对应的值，如果不存在，则返回 undefined。
* **map.has()** – 返回一个布尔值，用于判断 Map 中是否包含键对应的值。
* **map.delete()** – 删除 Map 中的元素，删除成功返回 true，失败返回 false。
* **map.size** – 返回 Map 对象键/值对的数量。
* **map.keys()** - 返回一个 Iterator 对象， 包含了 Map 对象中每个元素的键 。
* **map.values()** – 返回一个新的Iterator对象，包含了Map对象中每个元素的值 。

实例 - test.ts 文件

let nameSiteMapping = new Map(); // 设置 Map 对象 nameSiteMapping.set("Google", 1); nameSiteMapping.set("Runoob", 2); nameSiteMapping.set("Taobao", 3); // 获取键对应的值 console.log(nameSiteMapping.get("Runoob")); // 2 // 判断 Map 中是否包含键对应的值 console.log(nameSiteMapping.has("Taobao")); // true console.log(nameSiteMapping.has("Zhihu")); // false // 返回 Map 对象键/值对的数量 console.log(nameSiteMapping.size); // 3 // 删除 Runoob console.log(nameSiteMapping.delete("Runoob")); // true console.log(nameSiteMapping); // 移除 Map 对象的所有键/值对 nameSiteMapping.clear(); // 清除 Map console.log(nameSiteMapping);

使用 **es6** 编译：

tsc --target es6 test.ts

编译以上代码得到如下 JavaScript 代码：

实例 - test.js 文件

let nameSiteMapping = new Map(); // 设置 Map 对象 nameSiteMapping.set("Google", 1); nameSiteMapping.set("Runoob", 2); nameSiteMapping.set("Taobao", 3); // 获取键对应的值 console.log(nameSiteMapping.get("Runoob")); //40 // 判断 Map 中是否包含键对应的值 console.log(nameSiteMapping.has("Taobao")); //true console.log(nameSiteMapping.has("Zhihu")); //false // 返回 Map 对象键/值对的数量 console.log(nameSiteMapping.size); //3 // 删除 Runoob console.log(nameSiteMapping.delete("Runoob")); // true console.log(nameSiteMapping); // 移除 Map 对象的所有键/值对 nameSiteMapping.clear(); //清除 Map console.log(nameSiteMapping);

执行以上 JavaScript 代码，输出结果为：

2truefalse3trueMap { 'Google' => 1, 'Taobao' => 3 }Map {}

### **迭代 Map**

Map 对象中的元素是按顺序插入的，我们可以迭代 Map 对象，每一次迭代返回 [key, value] 数组。

TypeScript使用 **for...of** 来实现迭代：

实例 -test.ts 文件

let nameSiteMapping = new Map(); nameSiteMapping.set("Google", 1); nameSiteMapping.set("Runoob", 2); nameSiteMapping.set("Taobao", 3); // 迭代 Map 中的 key for (let key of nameSiteMapping.keys()) { console.log(key); } // 迭代 Map 中的 value for (let value of nameSiteMapping.values()) { console.log(value); } // 迭代 Map 中的 key => value for (let entry of nameSiteMapping.entries()) { console.log(entry[0], entry[1]); } // 使用对象解析 for (let [key, value] of nameSiteMapping) { console.log(key, value); }

使用 **es6** 编译：

tsc --target es6 test.ts

编译以上代码得到如下 JavaScript 代码：

实例

let nameSiteMapping = new Map(); nameSiteMapping.set("Google", 1); nameSiteMapping.set("Runoob", 2); nameSiteMapping.set("Taobao", 3); // 迭代 Map 中的 key for (let key of nameSiteMapping.keys()) { console.log(key); } // 迭代 Map 中的 value for (let value of nameSiteMapping.values()) { console.log(value); } // 迭代 Map 中的 key => value for (let entry of nameSiteMapping.entries()) { console.log(entry[0], entry[1]); } // 使用对象解析 for (let [key, value] of nameSiteMapping) { console.log(key, value); }

执行以上 JavaScript 代码，输出结果为：

GoogleRunoobTaobao123Google 1Runoob 2Taobao 3Google 1Runoob 2

## TypeScript 元组

**我们知道数组中元素的数据类型都一般是相同的（any[] 类型的数组可以不同），如果存储的元素数据类型不同，则需要使用元组。**

**元组中允许存储不同类型的元素，元组可以作为参数传递给函数。**

创建元组的语法格式如下：

var tuple\_name = [value1,value2,value3,…value n]

**实例**

声明一个元组并初始化：

var mytuple = [10,"Runoob"];

或者我们可以先声明一个空元组，然后再初始化：

var mytuple = [];

mytuple[0] = 120

mytuple[1] = 234

### **访问元组**

元组中元素使用索引来访问，第一个元素的索引值为 0，第二个为 1，以此类推第 n 个为 n-1，语法格式如下:

tuple\_name[index]

**实例**

以下实例定义了元组，包含了数字和字符串两种类型的元素：

TypeScript

var mytuple = [10,"Runoob"]; // 创建元组 console.log(mytuple[0]) console.log(mytuple[1])

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var mytuple = [10, "Runoob"]; // 创建元组 console.log(mytuple[0]); console.log(mytuple[1]);

输出结果为：

10Runoob

### 元组运算

我们可以使用以下两个函数向元组添加新元素或者删除元素：

push() 向元组添加元素，添加在最后面。

pop() 从元组中移除元素（最后一个），并返回移除的元素。

TypeScript

var mytuple = [10,"Hello","World","typeScript"]; console.log("添加前元素个数："+mytuple.length) // 返回元组的大小 mytuple.push(12) // 添加到元组中 console.log("添加后元素个数："+mytuple.length) console.log("删除前元素个数："+mytuple.length) console.log(mytuple.pop()+" 元素从元组中删除") // 删除并返回删除的元素 console.log("删除后元素个数："+mytuple.length)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var mytuple = [10, "Hello", "World", "typeScript"]; console.log("添加前元素个数：" + mytuple.length); // 返回元组的大小 mytuple.push(12); // 添加到元组中 console.log("添加后元素个数：" + mytuple.length); console.log("删除前元素个数：" + mytuple.length); console.log(mytuple.pop() + " 元素从元组中删除"); // 删除并返回删除的元素 console.log("删除后元素个数：" + mytuple.length);

输出结果为：

添加前元素个数：4添加后元素个数：5删除前元素个数：512 元素从元组中删除删除后元素个数：4

### 更新元组

元组是可变的，这意味着我们可以对元组进行更新操作：

TypeScript

var mytuple = [10, "Runoob", "Taobao", "Google"]; // 创建一个元组

console.log("元组的第一个元素为：" + mytuple[0])

// 更新元组元素 mytuple[0] = 121

console.log("元组中的第一个元素更新为："+ mytuple[0])

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var mytuple = [10, "Runoob", "Taobao", "Google"]; // 创建一个元组 console.log("元组的第一个元素为：" + mytuple[0]); // 更新元组元素 mytuple[0] = 121; console.log("元组中的第一个元素更新为：" + mytuple[0]);

输出结果为：

元组的第一个元素为：10元组中的第一个元素更新为：121

### 解构元组

我们也可以把元组元素赋值给变量，如下所示：

TypeScript

var a =[10,"Runoob"] var [b,c] = a console.log( b ) console.log( c )

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var a = [10, "Runoob"]; var b = a[0], c = a[1]; console.log(b); console.log(c);

输出结果为：

10Runoob

### TypeScript 联合类型

**联合类型（Union Types）可以通过管道(|)将变量设置多种类型，赋值时可以根据设置的类型来赋值。**

****注意**：只能赋值指定的类型，如果赋值其它类型就会报错。**

创建联合类型的语法格式如下：

Type1|Type2|Type3

**实例**

声明一个联合类型：

TypeScript

var val:string|number val = 12 console.log("数字为 "+ val) val = "Runoob" console.log("字符串为 " + val)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var val; val = 12; console.log("数字为 " + val); val = "Runoob"; console.log("字符串为 " + val);

输出结果为：

数字为 12字符串为 Runoob

如果赋值其它类型就会报错：

var val:string|number

val = true

也可以将联合类型作为函数参数使用：

TypeScript

function disp(name:string|string[]) { if(typeof name == "string") { console.log(name) } else { var i; for(i = 0;i<name.length;i++) { console.log(name[i]) } } } disp("Runoob") console.log("输出数组....") disp(["Runoob","Google","Taobao","Facebook"])

编译以上代码，得到以下 JavaScript 代码：

JavaScript

function disp(name) { if (typeof name == "string") { console.log(name); } else { var i; for (i = 0; i < name.length; i++) { console.log(name[i]); } } } disp("Runoob"); console.log("输出数组...."); disp(["Runoob", "Google", "Taobao", "Facebook"]);

输出结果为：

Runoob输出数组....RunoobGoogleTaobaoFacebook

### 联合类型数组

我们也可以将数组声明为联合类型：

TypeScript

var arr:number[]|string[]; var i:number; arr = [1,2,4] console.log("\*\*数字数组\*\*") for(i = 0;i<arr.length;i++) { console.log(arr[i]) } arr = ["Runoob","Google","Taobao"] console.log("\*\*字符串数组\*\*") for(i = 0;i<arr.length;i++) { console.log(arr[i]) }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var arr; var i; arr = [1, 2, 4]; console.log("\*\*数字数组\*\*"); for (i = 0; i < arr.length; i++) { console.log(arr[i]); } arr = ["Runoob", "Google", "Taobao"]; console.log("\*\*字符串数组\*\*"); for (i = 0; i < arr.length; i++) { console.log(arr[i]); }

输出结果为：

\*\*数字数组\*\*124\*\*字符串数组\*\*RunoobGoogleTaobao

### TypeScript 接口

**接口是一系列抽象方法的声明，是一些方法特征的集合，**

**这些方法都应该是抽象的，需要由具体的类去实现，然后第三方就可以通过这组抽象方法调用，让具体的类执行具体的方法。**

TypeScript 接口定义如下：

interface interface\_name { }

**实例**

以下实例中，我们定义了一个接口 IPerson，接着定义了一个变量 customer，它的类型是 IPerson。

customer 实现了接口 IPerson 的属性和方法。

TypeScript

interface IPerson { firstName:string, lastName:string, sayHi: ()=>string }

var customer:IPerson = { firstName:"Tom", lastName:"Hanks", sayHi: ():string =>{return "Hi there"} } console.log("Customer 对象 ") console.log(customer.firstName) console.log(customer.lastName) console.log(customer.sayHi()) var employee:IPerson = { firstName:"Jim", lastName:"Blakes", sayHi: ():string =>{return "Hello!!!"} } console.log("Employee 对象 ") console.log(employee.firstName) console.log(employee.lastName)

需要注意接口不能转换为 JavaScript。 它只是 TypeScript 的一部分。

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var customer = { firstName: "Tom", lastName: "Hanks", sayHi: function () { return "Hi there"; } }; console.log("Customer 对象 "); console.log(customer.firstName); console.log(customer.lastName); console.log(customer.sayHi()); var employee = { firstName: "Jim", lastName: "Blakes", sayHi: function () { return "Hello!!!"; } }; console.log("Employee 对象 "); console.log(employee.firstName); console.log(employee.lastName);

输出结果为：

Customer 对象TomHanksHi thereEmployee 对象JimBlakes

### 联合类型和接口

以下实例演示了如何在接口中使用联合类型：

TypeScript

interface RunOptions { program:string; commandline:string[]|string|(()=>string); } // commandline 是字符串 var options:RunOptions = {program:"test1",commandline:"Hello"}; console.log(options.commandline) // commandline 是字符串数组 options = {program:"test1",commandline:["Hello","World"]}; console.log(options.commandline[0]); console.log(options.commandline[1]); // commandline 是一个函数表达式 options = {program:"test1",commandline:()=>{return "\*\*Hello World\*\*";}}; var fn:any = options.commandline; console.log(fn());

编译以上代码，得到以下 JavaScript 代码：

JavaScript

// commandline 是字符串 var options = { program: "test1", commandline: "Hello" }; console.log(options.commandline); // commandline 是字符串数组 options = { program: "test1", commandline: ["Hello", "World"] }; console.log(options.commandline[0]); console.log(options.commandline[1]); // commandline 是一个函数表达式 options = { program: "test1", commandline: function () { return "\*\*Hello World\*\*"; } }; var fn = options.commandline; console.log(fn());

输出结果为：

HelloHelloWorld\*\*Hello World\*\*

### 接口和数组

**接口中我们可以将数组的索引值和元素设置为不同类型，索引值可以是数字或字符串。**

TypeScript

interface namelist { [index:number]:string }

var list2:namelist = ["John",1,"Bran"] // 错误元素 1 不是 string 类型

interface ages { [index:string]:number } var agelist:ages; agelist["John"] = 15 // 正确 agelist[2] = "nine" // 错误

### 接口继承

**接口继承就是说接口可以通过其他接口来扩展自己。**

**Typescript 允许接口继承多个接口。**

**继承使用关键字 extends。**

单接口继承语法格式：

Child\_interface\_name extends super\_interface\_name

多接口继承语法格式：

Child\_interface\_name extends super\_interface1\_name, super\_interface2\_name,…,super\_interfaceN\_name

继承的各个接口使用逗号 **,** 分隔。

### **单继承实例**

TypeScript

interface Person { age:number } interface Musician extends Person { instrument:string } var drummer = <Musician>{}; drummer.age = 27 drummer.instrument = "Drums" console.log("年龄: "+drummer.age) console.log("喜欢的乐器: "+drummer.instrument)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var drummer = {}; drummer.age = 27; drummer.instrument = "Drums"; console.log("年龄: " + drummer.age); console.log("喜欢的乐器: " + drummer.instrument);

输出结果为：

年龄: 27喜欢的乐器: Drums

### **多继承实例**

TypeScript

interface IParent1 { v1:number } interface IParent2 { v2:number } interface Child extends IParent1, IParent2 { } var Iobj:Child = { v1:12, v2:23} console.log("value 1: "+Iobj.v1+" value 2: "+Iobj.v2)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var Iobj = { v1: 12, v2: 23 }; console.log("value 1: " + Iobj.v1 + " value 2: " + Iobj.v2);

输出结果为：

value 1: 12 value 2: 23

## TypeScript 类

**TypeScript 是面向对象的 JavaScript。**

**类描述了所创建的对象共同的属性和方法**。

TypeScript 支持面向对象的所有特性，比如 类、接口等。

TypeScript 类定义方式如下：

class class\_name {

// 类作用域}

**定义类的关键字为 class，后面紧跟类名，类可以包含以下几个模块（类的数据成员）：**

**字段** − 字段是类里面声明的变量。字段表示对象的有关数据。

**构造函数** − 类实例化时调用，可以为类的对象分配内存。

**方法** − 方法为对象要执行的操作。

**实例**

创建一个 Person 类：

TypeScript

class Person { }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var Person = /\*\* @class \*/ (function () { function Person() { } return Person; }());

### 创建类的数据成员

以下实例我们声明了类 Car，包含字段为 engine，构造函数在类实例化后初始化字段 engine。

this 关键字表示当前类实例化的对象。注意构造函数的参数名与字段名相同，this.engine 表示类的字段。

此外我们也在类中定义了一个方法 disp()。

TypeScript

class Car {

// 字段 engine:string;

// 构造函数 constructor(engine:string) { this.engine = engine }

// 方法 disp():void { console.log("发动机为 : "+this.engine) } }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var Car = /\*\* @class \*/ (function () { // 构造函数 function Car(engine) { this.engine = engine; } // 方法 Car.prototype.disp = function () { console.log("发动机为 : " + this.engine); }; return Car; }());

### 创建实例化对象

我们使用 new 关键字来实例化类的对象，语法格式如下：

var object\_name = new class\_name([ arguments ])

类实例化时会调用构造函数，例如：

var obj = new Car("Engine 1")

类中的字段属性和方法可以使用 **.** 号来访问：

// 访问属性

obj.field\_name

// 访问方法

obj.function\_name()

**完整实例**

以下实例创建来一个 Car 类，然后通过关键字 new 来创建一个对象并访问属性和方法：

TypeScript

class Car { // 字段 engine:string; // 构造函数 constructor(engine:string) { this.engine = engine } // 方法 disp():void { console.log("函数中显示发动机型号 : "+this.engine) } } // 创建一个对象 var obj = new Car("XXSY1") // 访问字段 console.log("读取发动机型号 : "+obj.engine) // 访问方法 obj.disp()

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var Car = /\*\* @class \*/ (function () { // 构造函数 function Car(engine) { this.engine = engine; } // 方法 Car.prototype.disp = function () { console.log("函数中显示发动机型号 : " + this.engine); }; return Car; }()); // 创建一个对象 var obj = new Car("XXSY1"); // 访问字段 console.log("读取发动机型号 : " + obj.engine); // 访问方法 obj.disp();

输出结果为：

读取发动机型号 : XXSY1函数中显示发动机型号 : XXSY1

### 类的继承

**TypeScript 支持继承类，即我们可以在创建类的时候继承一个已存在的类，这个已存在的类称为父类，继承它的类称为子类。**

**类继承使用关键字 extends，子类除了不能继承父类的私有成员(方法和属性)和构造函数，其他的都可以继承。**

**TypeScript 一次只能继承一个类，不支持继承多个类，但 TypeScript 支持多重继承（A 继承 B，B 继承 C）。**

语法格式如下：

class child\_class\_name extends parent\_class\_name

**实例**

类的继承：实例中创建了 Shape 类，Circle 类继承了 Shape 类，Circle 类可以直接使用 Area 属性：

TypeScript

class Shape { Area:number constructor(a:number) { this.Area = a } } class Circle extends Shape { disp():void { console.log("圆的面积: "+this.Area) } } var obj = new Circle(223); obj.disp()

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var \_\_extends = (this && this.\_\_extends) || (function () { var extendStatics = function (d, b) { extendStatics = Object.setPrototypeOf || ({ \_\_proto\_\_: [] } instanceof Array && function (d, b) { d.\_\_proto\_\_ = b; }) || function (d, b) { for (var p in b) if (b.hasOwnProperty(p)) d[p] = b[p]; }; return extendStatics(d, b); }; return function (d, b) { extendStatics(d, b); function \_\_() { this.constructor = d; } d.prototype = b === null ? Object.create(b) : (\_\_.prototype = b.prototype, new \_\_()); }; })(); var Shape = /\*\* @class \*/ (function () { function Shape(a) { this.Area = a; } return Shape; }()); var Circle = /\*\* @class \*/ (function (\_super) { \_\_extends(Circle, \_super); function Circle() { return \_super !== null && \_super.apply(this, arguments) || this; } Circle.prototype.disp = function () { console.log("圆的面积: " + this.Area); }; return Circle; }(Shape)); var obj = new Circle(223); obj.disp();

输出结果为：

圆的面积: 223

需要注意的是子类只能继承一个父类，TypeScript 不支持继承多个类，但支持多重继承，如下实例：

TypeScript

class Root { str:string; } class Child extends Root {} class Leaf extends Child {} // 多重继承，继承了 Child 和 Root 类 var obj = new Leaf(); obj.str ="hello" console.log(obj.str)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var \_\_extends = (this && this.\_\_extends) || (function () { var extendStatics = function (d, b) { extendStatics = Object.setPrototypeOf || ({ \_\_proto\_\_: [] } instanceof Array && function (d, b) { d.\_\_proto\_\_ = b; }) || function (d, b) { for (var p in b) if (b.hasOwnProperty(p)) d[p] = b[p]; }; return extendStatics(d, b); }; return function (d, b) { extendStatics(d, b); function \_\_() { this.constructor = d; } d.prototype = b === null ? Object.create(b) : (\_\_.prototype = b.prototype, new \_\_()); }; })(); var Root = /\*\* @class \*/ (function () { function Root() { } return Root; }()); var Child = /\*\* @class \*/ (function (\_super) { \_\_extends(Child, \_super); function Child() { return \_super !== null && \_super.apply(this, arguments) || this; } return Child; }(Root)); var Leaf = /\*\* @class \*/ (function (\_super) { \_\_extends(Leaf, \_super); function Leaf() { return \_super !== null && \_super.apply(this, arguments) || this; } return Leaf; }(Child)); // 多重继承，继承了 Child 和 Root 类 var obj = new Leaf(); obj.str = "hello"; console.log(obj.str);

输出结果为：

hello

### 继承类的方法重写

类继承后，子类可以对父类的方法重新定义，这个过程称之为方法的重写。

其中 super 关键字是对父类的直接引用，该关键字可以引用父类的属性和方法。

TypeScript

class PrinterClass { doPrint():void { console.log("父类的 doPrint() 方法。") } } class StringPrinter extends PrinterClass { doPrint():void { super.doPrint() // 调用父类的函数 console.log("子类的 doPrint()方法。") } }

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var obj = new StringPrinter() obj.doPrint() var \_\_extends = (this && this.\_\_extends) || (function () { var extendStatics = function (d, b) { extendStatics = Object.setPrototypeOf || ({ \_\_proto\_\_: [] } instanceof Array && function (d, b) { d.\_\_proto\_\_ = b; }) || function (d, b) { for (var p in b) if (b.hasOwnProperty(p)) d[p] = b[p]; }; return extendStatics(d, b); }; return function (d, b) { extendStatics(d, b); function \_\_() { this.constructor = d; } d.prototype = b === null ? Object.create(b) : (\_\_.prototype = b.prototype, new \_\_()); }; })(); var PrinterClass = /\*\* @class \*/ (function () { function PrinterClass() { } PrinterClass.prototype.doPrint = function () { console.log("父类的 doPrint() 方法。"); }; return PrinterClass; }()); var StringPrinter = /\*\* @class \*/ (function (\_super) { \_\_extends(StringPrinter, \_super); function StringPrinter() { return \_super !== null && \_super.apply(this, arguments) || this; } StringPrinter.prototype.doPrint = function () { \_super.prototype.doPrint.call(this); // 调用父类的函数 console.log("子类的 doPrint()方法。"); }; return StringPrinter; }(PrinterClass)); var obj = new StringPrinter(); obj.doPrint();

输出结果为：

父类的 doPrint() 方法。子类的 doPrint()方法。

### static 关键字

static 关键字用于定义类的数据成员（属性和方法）为静态的，静态成员可以直接通过类名调用。

TypeScript

class StaticMem { static num:number; static disp():void { console.log("num 值为 "+ StaticMem.num) } } StaticMem.num = 12 // 初始化静态变量 StaticMem.disp() // 调用静态方法

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var StaticMem = /\*\* @class \*/ (function () { function StaticMem() { } StaticMem.disp = function () { console.log("num 值为 " + StaticMem.num); }; return StaticMem; }()); StaticMem.num = 12; // 初始化静态变量 StaticMem.disp(); // 调用静态方法

输出结果为：

num 值为 12

### instanceof 运算符

instanceof 运算符用于判断对象是否是指定的类型，如果是返回 true，否则返回 false。

TypeScript

class Person{ } var obj = new Person() var isPerson = obj instanceof Person; console.log("obj 对象是 Person 类实例化来的吗？ " + isPerson);

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var Person = /\*\* @class \*/ (function () { function Person() { } return Person; }()); var obj = new Person(); var isPerson = obj instanceof Person; console.log(" obj 对象是 Person 类实例化来的吗？ " + isPerson);

输出结果为：

obj 对象是 Person 类实例化来的吗？ true

### 访问控制修饰符

TypeScript 中，可以使用访问控制符来保护对类、变量、方法和构造方法的访问。TypeScript 支持 3 种不同的访问权限。

**public（默认）** : 公有，可以在任何地方被访问。

**protected** : 受保护，可以被其自身以及其子类和父类访问。

**private** : 私有，只能被其定义所在的类访问。

以下实例定义了两个变量 str1 和 str2，str1 为 public，str2 为 private，实例化后可以访问 str1，如果要访问 str2 则会编译错误。

TypeScript

class Encapsulate { str1:string = "hello" private str2:string = "world" } var obj = new Encapsulate() console.log(obj.str1) // 可访问 console.log(obj.str2) // 编译错误， str2 是私有的

### 类和接口

**类可以实现接口，使用关键字 implements，并将 interest 字段作为类的属性使用。**

以下实例红 AgriLoan 类实现了 ILoan 接口：

TypeScript

interface ILoan { interest:number }

class AgriLoan implements ILoan { interest:number rebate:number

constructor(interest:number,rebate:number) { this.interest = interest this.rebate = rebate } }

var obj = new AgriLoan(10,1) console.log("利润为 : "+obj.interest+"，抽成为 : "+obj.rebate )

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var AgriLoan = /\*\* @class \*/ (function () { function AgriLoan(interest, rebate) { this.interest = interest; this.rebate = rebate; } return AgriLoan; }()); var obj = new AgriLoan(10, 1); console.log("利润为 : " + obj.interest + "，抽成为 : " + obj.rebate);

输出结果为：

利润为 : 10，抽成为 : 1

## TypeScript 对象

**对象是包含一组键值对的实例**。 值可以是标量、函数、数组、对象等，如下实例：

var object\_name = { key1: "value1", // 标量 key2: "value", key3: function() { // 函数 }, key4:["content1", "content2"] //集合 }

以上对象包含了标量，函数，集合(数组或元组)。

### **对象实例**

TypeScript

var sites = { site1:"Runoob", site2:"Google" }; // 访问对象的值 console.log(sites.site1) console.log(sites.site2)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var sites = { site1:"Runoob", site2:"Google" }; // 访问对象的值 console.log(sites.site1) console.log(sites.site2)

输出结果为：

RunoobGoogle

### TypeScript 类型模板

假如我们在 JavaScript 定义了一个对象：

var sites = { site1:"Runoob", site2:"Google" };

这时如果我们想在对象中添加方法，可以做以下修改：

sites.sayHello = function(){ return "hello";}

如果在 TypeScript 中使用以上方式则会出现编译错误，因为Typescript 中的对象必须是特定类型的实例。

TypeScript

var sites = { site1: "Runoob", site2: "Google", sayHello: function () { } // 类型模板 };

sites.sayHello = function () { console.log("hello " + sites.site1); }; sites.sayHello();

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var sites = { site1: "Runoob", site2: "Google", sayHello: function () { } // 类型模板 }; sites.sayHello = function () { console.log("hello " + sites.site1); }; sites.sayHello();

输出结果为：

hello Runoob

此外对象也可以作为一个参数传递给函数，如下实例：

TypeScript

var sites = { site1:"Runoob", site2:"Google", };

var invokesites = function(obj: { site1:string, site2 :string }) { console.log("site1 :"+obj.site1)

console.log("site2 :"+obj.site2) }

invokesites(sites)

编译以上代码，得到以下 JavaScript 代码：

JavaScript

var sites = { site1: "Runoob", site2: "Google" }; var invokesites = function (obj) { console.log("site1 :" + obj.site1); console.log("site2 :" + obj.site2); }; invokesites(sites);

输出结果为：

site1 :Runoob

site2 :Google

### 鸭子类型(Duck Typing)

鸭子类型（英语：duck typing）**是动态类型的一种风格，是多态(polymorphism)的一种形式。**

在这种风格中，一个对象有效的语义，不是由继承自特定的类或实现特定的接口，而是由"当前方法和属性的集合"决定。

*可以这样表述：*

*"当看到一只鸟走起来像鸭子、游泳起来像鸭子、叫起来也像鸭子，那么这只鸟就可以被称为鸭子。"*

在鸭子类型中，关注点在于对象的行为，能作什么；而不是关注对象所属的类型。例如，在不使用鸭子类型的语言中，我们可以编写一个函数，它接受一个类型为"鸭子"的对象，并调用它的"走"和"叫"方法。在使用鸭子类型的语言中，这样的一个函数可以接受一个任意类型的对象，并调用它的"走"和"叫"方法。如果这些需要被调用的方法不存在，那么将引发一个运行时错误。任何拥有这样的正确的"走"和"叫"方法的对象都可被函数接受的这种行为引出了以上表述，这种决定类型的方式因此得名。

interface IPoint { x:number y:number }

function addPoints(p1:IPoint,p2:IPoint):IPoint { var x = p1.x + p2.x var y = p1.y + p2.y return {x:x,y:y} }

// 正确

var newPoint = addPoints({x:3,y:4},{x:5,y:1})

// 错误

var newPoint2 = addPoints({x:1},{x:4,y:3})

## TypeScript 命名空间

**命名空间一个最明确的目的就是解决重名问题。**

假设这样一种情况，当一个班上有两个名叫小明的学生时，为了明确区分它们，我们在使用名字之外，不得不使用一些额外的信息，比如他们的姓（王小明，李小明），或者他们父母的名字等等。

命名空间定义了标识符的可见范围，一个标识符可在多个名字空间中定义，它在不同名字空间中的含义是互不相干的。这样，在一个新的名字空间中可定义任何标识符，它们不会与任何已有的标识符发生冲突，因为已有的定义都处于其他名字空间中。

TypeScript 中命名空间使用 **namespace** 来定义，语法格式如下：

namespace SomeNameSpaceName {

export interface ISomeInterfaceName { }

export class SomeClassName { }

}

**以上定义了一个命名空间 SomeNameSpaceName，如果我们需要在外部可以调用 SomeNameSpaceName 中的类和接口，**

**则需要在类和接口添加 export 关键字。**

要在另外一个命名空间调用语法格式为：

SomeNameSpaceName.SomeClassName;

如果一个命名空间在一个单独的 TypeScript 文件中，则应使用三斜杠 /// 引用它，语法格式如下：

/// <reference path = "SomeFileName.ts" />

以下实例演示了命名空间的使用，定义在不同文件中：

IShape.ts 文件代码：

namespace Drawing { export interface IShape { draw(); } }

Circle.ts 文件代码：

/// <reference path = "IShape.ts" /> namespace Drawing { export class Circle implements IShape { public draw() { console.log("Circle is drawn"); } } }

Triangle.ts 文件代码：

/// <reference path = "IShape.ts" /> namespace Drawing { export class Triangle implements IShape { public draw() { console.log("Triangle is drawn"); } } }

TestShape.ts 文件代码：

/// <reference path = "IShape.ts" /> /// <reference path = "Circle.ts" /> /// <reference path = "Triangle.ts" /> function drawAllShapes(shape:Drawing.IShape) { shape.draw(); } drawAllShapes(new Drawing.Circle()); drawAllShapes(new Drawing.Triangle());

使用 tsc 命令编译以上代码：

tsc --out app.js TestShape.ts

得到以下 JavaScript 代码：

JavaScript

/// <reference path = "IShape.ts" /> var Drawing; (function (Drawing) { var Circle = /\*\* @class \*/ (function () { function Circle() { } Circle.prototype.draw = function () { console.log("Circle is drawn"); }; return Circle; }()); Drawing.Circle = Circle; })(Drawing || (Drawing = {})); /// <reference path = "IShape.ts" /> var Drawing; (function (Drawing) { var Triangle = /\*\* @class \*/ (function () { function Triangle() { } Triangle.prototype.draw = function () { console.log("Triangle is drawn"); }; return Triangle; }()); Drawing.Triangle = Triangle; })(Drawing || (Drawing = {})); /// <reference path = "IShape.ts" /> /// <reference path = "Circle.ts" /> /// <reference path = "Triangle.ts" /> function drawAllShapes(shape) { shape.draw(); } drawAllShapes(new Drawing.Circle()); drawAllShapes(new Drawing.Triangle());

使用 node 命令查看输出结果为：

$ node app.jsCircle is drawnTriangle is drawn

嵌套命名空间

命名空间支持嵌套，即你可以将命名空间定义在另外一个命名空间里头。

namespace namespace\_name1 { export namespace namespace\_name2 { export class class\_name { } } }

成员的访问使用点号 **.** 来实现，如下实例：

Invoice.ts 文件代码：

namespace Runoob {

export namespace invoiceApp {

export class Invoice { public calculateDiscount(price: number) { return price \* .40; } }

} }

InvoiceTest.ts 文件代码：

/// <reference path = "Invoice.ts" />

var invoice = new Runoob.invoiceApp.Invoice();

console.log(invoice.calculateDiscount(500));

使用 tsc 命令编译以上代码：

tsc --out app.js InvoiceTest.ts

得到以下 JavaScript 代码：

JavaScript

var Runoob; (function (Runoob) { var invoiceApp; (function (invoiceApp) { var Invoice = /\*\* @class \*/ (function () { function Invoice() { } Invoice.prototype.calculateDiscount = function (price) { return price \* .40; }; return Invoice; }()); invoiceApp.Invoice = Invoice; })(invoiceApp = Runoob.invoiceApp || (Runoob.invoiceApp = {})); })(Runoob || (Runoob = {})); /// <reference path = "Invoice.ts" /> var invoice = new Runoob.invoiceApp.Invoice(); console.log(invoice.calculateDiscount(500));

使用 node 命令查看输出结果为：

$ node app.js
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# TypeScript 模块

**TypeScript 模块的设计理念是可以更换的组织代码。**

**模块是在其自身的作用域里执行，并不是在全局作用域，这意味着定义在模块里面的变量、函数和类等在模块外部是不可见的，除非明确地使用 export 导出它们。类似地，我们必须通过 import 导入其他模块导出的变量、函数、类等。**

两个模块之间的关系是通过在文件级别上使用 import 和 export 建立的。

模块使用模块加载器去导入其它的模块。 在运行时，模块加载器的作用是在执行此模块代码前去查找并执行这个模块的所有依赖。 大家最熟知的JavaScript模块加载器是服务于 Node.js 的 CommonJS 和服务于 Web 应用的 Require.js。

此外还有有 SystemJs 和 Webpack。

模块导出使用关键字 **export** 关键字，语法格式如下：

// 文件名 : SomeInterface.ts

export interface SomeInterface { // 代码部分 }

要在另外一个文件使用该模块就需要使用 **import** 关键字来导入:

import someInterfaceRef = require("./SomeInterface");

**实例**

IShape.ts 文件代码：

/// <reference path = "IShape.ts" /> export interface IShape { draw(); }

Circle.ts 文件代码：

import shape = require("./IShape"); export class Circle implements shape.IShape { public draw() { console.log("Cirlce is drawn (external module)"); } }

Triangle.ts 文件代码：

import shape = require("./IShape"); export class Triangle implements shape.IShape { public draw() { console.log("Triangle is drawn (external module)"); } }

TestShape.ts 文件代码：

import shape = require("./IShape"); import circle = require("./Circle"); import triangle = require("./Triangle"); function drawAllShapes(shapeToDraw: shape.IShape) { shapeToDraw.draw(); } drawAllShapes(new circle.Circle()); drawAllShapes(new triangle.Triangle());

使用 tsc 命令编译以上代码（AMD）：

tsc --module amd TestShape.ts

得到以下 JavaScript 代码：

IShape.js 文件代码：

define(["require", "exports"], function (require, exports) { });

Circle.js 文件代码：

define(["require", "exports"], function (require, exports) { var Circle = (function () { function Circle() { } Circle.prototype.draw = function () { console.log("Cirlce is drawn (external module)"); }; return Circle; })(); exports.Circle = Circle; });

Triangle.js 文件代码：

define(["require", "exports"], function (require, exports) { var Triangle = (function () { function Triangle() { } Triangle.prototype.draw = function () { console.log("Triangle is drawn (external module)"); }; return Triangle; })(); exports.Triangle = Triangle; });

TestShape.js 文件代码：

define(["require", "exports", "./Circle", "./Triangle"], function (require, exports, circle, triangle) { function drawAllShapes(shapeToDraw) { shapeToDraw.draw(); } drawAllShapes(new circle.Circle()); drawAllShapes(new triangle.Triangle()); });

使用 tsc 命令编译以上代码（Commonjs）：

tsc --module commonjs TestShape.ts

得到以下 JavaScript 代码：

Circle.js 文件代码：

var Circle = (function () { function Circle() { } Circle.prototype.draw = function () { console.log("Cirlce is drawn"); }; return Circle; })(); exports.Circle = Circle;

Triangle.js 文件代码：

var Triangle = (function () { function Triangle() { } Triangle.prototype.draw = function () { console.log("Triangle is drawn (external module)"); }; return Triangle; })(); exports.Triangle = Triangle;

TestShape.js 文件代码：

var circle = require("./Circle"); var triangle = require("./Triangle"); function drawAllShapes(shapeToDraw) { shapeToDraw.draw(); } drawAllShapes(new circle.Circle()); drawAllShapes(new triangle.Triangle());

输出结果为：

Cirlce is drawn (external module)Triangle is drawn (external module)